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System and Methods,” which is a continuation of assignee’s
U.S. patent application Ser. No. 11/370,114, filed Mar. 7,
2006 by inventors Yigal Mordechai Edery, et al., now U.S.
Pat. No. 7,613,926, entitled “Method and System for Protect-
ing a Computer and a Network from Hostile Downloadables,”
which is a continuation of assignee’s U.S. patent application
Ser.No. 09/861,229, filed on May 17,2001 by inventors Yigal
Mordechai Edery, etal., now U.S. Pat. No. 7,058,822, entitled
“Malicious Mobile Code Runtime Monitoring System And
Methods,” all of which are hereby incorporated by reference.
U.S. patent application Ser. No. 09/861,229, now U.S. Pat.
No. 7,058,822, claims benefit of provisional U.S. patent
application Ser. No. 60/205,591, entitled “Computer Net-
work Malicious Code Run-Time Monitoring,” filed on May
17, 2000 by inventors Nimrod Itzhak Vered, et al., which is
hereby incorporated by reference. U.S. patent application Ser.
No. 09/861,229, now U.S. Pat. No. 7,058,822, is also a Con-
tinuation-In-Part of assignee’s U.S. patent application Ser.
No. 09/539,667, entitled “System and Method for Protecting
a Computer and a Network From Hostile Downloadables,”
filed on Mar. 30, 2000 by inventor Shlomo Touboul, now U.S.
Pat. No. 6,804,780, and hereby incorporated by reference,
which is a continuation of assignee’s U.S. patent application
Ser. No. 08/964,388, filed on Nov. 6, 1997 by inventor
Shlomo Touboul, now U.S. Pat. No. 6,092,194, also entitled
“System and Method for Protecting a Computer and a Net-
work from Hostile Downloadables™ and hereby incorporated
by reference, which application claims the benefit of provi-
sional U.S. application Ser. No. 60/030,639, filed Nov. 8,
1996 by inventors Shlomo Touboul, entitled “System and
Method For Protecting a Computer From Hostile Download-
ables.” U.S. Ser. No. 09/861,229, now U.S. Pat. No. 7,058,
822, is also a Continuation-In-Part of assignee’s U.S. patent
application Ser. No. 09/551,302, entitled “System and
Method for Protecting a Client During Runtime From Hostile
Downloadables,” filed on Apr. 18, 2000 by inventor Shlomo
Touboul, now U.S. Pat. No. 6,480,962, which is hereby incor-
porated by reference, which is a continuation of U.S. appli-
cation Ser. No. 08/790,097, filed Jan. 29, 1997 by inventor
Shlomo Touboul, now U.S. Pat. No. 6,167,520, entitled “Sys-
tem and Method For Protecting a Client From Hostile Down-
loadables” which claims the benefit of U.S. provisional appli-
cation No. 60/030,639, filed on Nov. 8, 1996 by inventor
Shlomo Touboul, entitled “System and Method For Protect-
ing a Computer From Hostile Downloadables.”

BACKGROUND OF THE INVENTION

1. Field of the Invention

This invention relates generally to computer networks, and
more particularly provides a system and methods for protect-
ing network-connectable devices from undesirable down-
loadable operation.

2. Description of the Background Art

Advances in networking technology continue to impact an
increasing number and diversity of users. The Internet, for
example, already provides to expert, intermediate and even
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novice users the informational, product and service resources
of over 100,000 interconnected networks owned by govern-
ments, universities, nonprofit groups, companies, etc. Unfor-
tunately, particularly the Internet and other public networks
have also become a major source of potentially system-fatal
or otherwise damaging computer code commonly referred to
as “viruses.”

Efforts to forestall viruses from attacking networked com-
puters have thus far met with only limited success at best.
Typically, a virus protection program designed to identify and
remove or protect against the initiating of known viruses is
installed on a network firewall or individually networked
computer. The program is then inevitably surmounted by
some new virus that often causes damage to one or more
computers. The damage is then assessed and, if isolated, the
new virus is analyzed. A corresponding new virus protection
program (or update thereof) is then developed and installed to
combat the new virus, and the new program operates success-
fully until yet another new virus appears—and so on. Of
course, damage has already typically been incurred.

To make matters worse, certain classes of viruses are not
well recognized or understood, let alone protected against. It
is observed by this inventor, for example, that Downloadable
information comprising program code can include distribut-
able components (e.g. Java™ applets and JavaScript scripts,
ActiveX™ controls, Visual Basic, add-ins and/or others). It
can also include, for example, application programs, Trojan
horses, multiple compressed programs such as zip or meta
files, among others. U.S. Pat. No. 5,983,348 to Shuang, how-
ever, teaches a protection system for protecting against only
distributable components including “Java applets or ActiveX
controls”, and further does so using resource intensive and
high bandwidth static Downloadable content and operational
analysis, and modification of the Downloadable component;
Shuang further fails to detect or protect against additional
program code included within a tested Downloadable. U.S.
Pat. No. 5,974,549 to Golan teaches a protection system that
further focuses only on protecting against ActiveX controls
and not other distributable components, let alone other
Downloadable types. U.S. Pat. No. 6,167,520 to Touboul
enables more accurate protection than Shuang or Golan, but
lacks the greater flexibility and efficiency taught herein, as do
Shuang and Golan.

Accordingly, there remains a need for efficient, accurate
and flexible protection of computers and other network con-
nectable devices from malicious Downloadables.

SUMMARY OF THE INVENTION

The present invention provides protection systems and
methods capable of protecting a personal computer (“PC”) or
other persistently or even intermittently network accessible
devices or processes from harmful, undesirable, suspicious or
other “malicious” operations that might otherwise be effec-
tuated by remotely operable code. While enabling the capa-
bilities of prior systems, the present invention is not nearly so
limited, resource intensive or inflexible, and yet enables more
reliable protection. For example, remotely operable code that
is protectable against can include downloadable application
programs, Trojan horses and program code groupings, as well
as software “components”, such as Java™ applets,
ActiveX™ controls, JavaScript™/Visual Basic scripts, add-
ins, etc., among others. Protection can also be provided in a
distributed interactively, automatically or mixed configurable
manner using protected client, server or other parameters,
redirection, local/remote logging, etc., and other server/client
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based protection measures can also be separately and/or
interoperably utilized, among other examples.

In one aspect, embodiments of the invention provide for
determining, within one or more network “servers” (e.g. fire-
walls, resources, gateways, email relays or other devices/
processes that are capable of receiving-and-transferring a
Downloadable) whether received information includes
executable code (and is a “Downloadable”). Embodiments
also provide for delivering static, configurable and/or exten-
sible remotely operable protection policies to a Download-
able-destination, more typically as a sandboxed package
including the mobile protection code, downloadable policies
and one or more received Downloadables. Further client-
based or remote protection code/policies can also be utilized
in a distributed manner. Embodiments also provide for caus-
ing the mobile protection code to be executed within a Down-
loadable-destination in a manner that enables various Down-
loadable operations to be detected, intercepted or further
responded to via protection operations. Additional server/
information-destination device security or other protection is
also enabled, among still further aspects.

A protection engine according to an embodiment of the
invention is operable within one or more network servers,
firewalls or other network connectable information re-com-
municating devices (as are referred to herein summarily one
or more “servers” or “re-communicators”). The protection
engine includes an information monitor for monitoring infor-
mation received by the server, and a code detection engine for
determining whether the received information includes
executable code. The protection engine also includes a pack-
aging engine for causing a sandboxed package, typically
including mobile protection code and downloadable protec-
tion policies to be sent to a Downloadable-destination in
conjunction with the received information, if the received
information is determined to be a Downloadable.

A sandboxed package according to an embodiment of the
invention is receivable by and operable with a remote Down-
loadable-destination. The sandboxed package includes
mobile protection code (“MPC”) for causing one or more
predetermined malicious operations or operation combina-
tions of a Downloadable to be monitored or otherwise inter-
cepted. The sandboxed package also includes protection poli-
cies (operable alone or in conjunction with further
Downloadable-destination stored or received policies/MPCs)
for causing one or more predetermined operations to be per-
formed if one or more undesirable operations of the Down-
loadable is/are intercepted. The sandboxed package can also
include a corresponding Downloadable and can provide for
initiating the Downloadable in a protective “sandbox”. The
MPC/policies can further include a communicator for
enabling further MPC/policy information or “modules” to be
utilized and/or for event logging or other purposes.

A sandbox protection system according to an embodiment
of the invention comprises an installer for enabling a received
MPC to be executed within a Downloadable-destination (de-
vice/process) and further causing a Downloadable applica-
tion program, distributable component or other received
downloadable code to be received and installed within the
Downloadable-destination. The protection system also
includes a diverter for monitoring one or more operation
attempts of the Downloadable, an operation analyzer for
determining one or more responses to the attempts, and a
security enforcer for effectuating responses to the monitored
operations. The protection system can further include one or
more security policies according to which one or more pro-
tection system elements are operable automatically (e.g. pro-
grammatically) or in conjunction with user intervention (e.g.

20

25

35

40

45

60

65

4

as enabled by the security enforcer). The security policies can
also be configurable/extensible in accordance with further
downloadable and/or Downloadable-destination informa-
tion.

A method according to an embodiment of the invention
includes receiving downloadable information, determining
whether the downloadable information includes executable
code, and causing a mobile protection code and security
policies to be communicated to a network client in conjunc-
tion with security policies and the downloadable information
if the downloadable information is determined to include
executable code. The determining can further provide mul-
tiple tests for detecting, alone or together, whether the down-
loadable information includes executable code.

A further method according to an embodiment of the
invention includes forming a sandboxed package that
includes mobile protection code (“MPC”), protection poli-
cies, and a received, detected-Downloadable, and causing the
sandboxed package to be communicated to and installed by a
receiving device or process (“user device”) for responding to
one or more malicious operation attempts by the detected-
Downloadable from within the user device. The MPC/poli-
cies can further include a base “module” and a “communica-
tor” for enabling further up/downloading of one or more
further “modules” or other information (e.g. events, user/user
device information, etc.).

Another method according to an embodiment of the inven-
tion includes installing, within a user device, received mobile
protection code (“MPC”) and protection policies in conjunc-
tion with the user device receiving a downloadable applica-
tion program, component or other Downloadable(s). The
method also includes determining, by the MPC, a resource
access attempt by the Downloadable, and initiating, by the
MPC, one or more predetermined operations corresponding
to the attempt. (Predetermined operations can, for example,
comprise initiating user, administrator, client, network or pro-
tection system determinable operations, including but not
limited to modifying the Downloadable operation, extricating
the Downloadable, notifying a user/another, maintaining a
local/remote log, causing one or more MPCs/policies to be
downloaded, etc.)

Advantageously, systems and methods according to
embodiments of the invention enable potentially damaging,
undesirable or otherwise malicious operations by even
unknown mobile code to be detected, prevented, modified
and/or otherwise protected against without modifying the
mobile code. Such protection is further enabled in a manner
that is capable of minimizing server and client resource
requirements, does not require pre-installation of security
code within a Downloadable-destination, and provides for
client specific or generic and readily updateable security mea-
sures to be flexibly and efficiently implemented. Embodi-
ments further provide for thwarting efforts to bypass security
measures (e.g. by “hiding” undesirable operation causing
information within apparently inert or otherwise “friendly”
downloadable information) and/or dividing or combining
security measures for even greater flexibility and/or effi-
ciency.

Embodiments also provide for determining protection
policies that can be downloaded and/or ascertained from
other security information (e.g. browser settings, administra-
tive policies, user input, uploaded information, etc.). Differ-
ent actions in response to different Downloadable operations,
clients, users and/or other criteria are also enabled, and
embodiments provide for implementing other security mea-
sures, such as verifying a downloadable source, certification,
authentication, etc. Appropriate action can also be accom-
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plished automatically (e.g. programmatically) and/or in con-
junction with alerting one or more users/administrators, uti-
lizing user input, etc. Embodiments further enable desirable
Downloadable operations to remain substantially unaffected,
among other aspects.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1a is a block diagram illustrating a network system in
accordance with an embodiment of the present invention;

FIG. 15 is a block diagram illustrating a network sub-
system example in accordance with an embodiment of the
invention;

FIG. 1c is a block diagram illustrating a further network
subsystem example in accordance with an embodiment of the
invention;

FIG. 2 is a block diagram illustrating a computer system in
accordance with an embodiment of the invention;

FIG. 3 is a flow diagram broadly illustrating a protection
system host according to an embodiment of the invention;

FIG. 4 is a block diagram illustrating a protection engine
according to an embodiment of the invention;

FIG. 5 is a block diagram illustrating a content inspection
engine according to an embodiment of the invention;

FIG. 6a is a block diagram illustrating protection engine
parameters according to an embodiment of the invention;

FIG. 65 is a flow diagram illustrating a linking engine use
in conjunction with ordinary, compressed and distributable
sandbox package utilization, according to an embodiment of
the invention;

FIG. 7a is a flow diagram illustrating a sandbox protection
system operating within a destination system, according to an
embodiment of the invention;

FIG. 75 is a block diagram illustrating memory allocation
usable in conjunction with the protection system of FIG. 7a,
according to an embodiment of the invention;

FIG. 8 is a block diagram illustrating a mobile protection
code according to an embodiment of the invention;

FIG. 9 is a flowchart illustrating a protection method
according to an embodiment of the invention;

FIG. 10a is a flowchart illustrating method for determining
if a potential-Downloadable includes or is likely to include
executable code, according to an embodiment of the inven-
tion;

FIG. 105 is a flowchart illustrating a method for forming a
protection agent, according to an embodiment of the inven-
tion;

FIG. 11 is a flowchart illustrating a method for protecting a
Downloadable destination according to an embodiment of the
invention;

FIG. 124 is a flowchart illustrating a method for forming a
Downloadable access interceptor according to an embodi-
ment of the invention; and

FIG. 124 is a flowchart illustrating a method for imple-
menting mobile protection policies according to an embodi-
ment of the invention.

DETAILED DESCRIPTION

In providing malicious mobile code runtime monitoring
systems and methods, embodiments of the invention enable
actually or potentially undesirable operations of even
unknown malicious code to be efficiently and flexibly
avoided. Embodiments provide, within one or more “servers”
(e.g. firewalls, resources, gateways, email relays or other
information re-communicating devices), for receiving down-
loadable-information and detecting whether the download-
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able-information includes one or more instances of execut-
able code (e.g. as with a Trojan horse, zip/meta file etc.).
Embodiments also provide for separately or interoperably
conducting additional security measures within the server,
within a Downloadable-destination of a detected-Download-
able, or both.

Embodiments further provide for causing mobile protec-
tion code (“MPC”) and downloadable protection policies to
be communicated to, installed and executed within one or
more received information destinations in conjunction with a
detected-Downloadable. Embodiments also provide, within
an information-destination, for detecting malicious opera-
tions of the detected-Downloadable and causing responses
thereto in accordance with the protection policies (which can
correspond to one or more user, Downloadable, source, des-
tination, or other parameters), or further downloaded or
downloadable-destination based policies (which can also be
configurable or extensible). (Note that the term “or”, as used
herein, is generally intended to mean “and/or” unless other-
wise indicated.)

FIGS. 1a through 1¢ illustrate a computer network system
100 according to an embodiment of the invention. FIG. 1a
broadly illustrates system 100, while FIGS. 15 and 12 of 1¢
illustrate exemplary protectable subsystem implementations
corresponding with system 104 or 106 of FIG. 1a.

Beginning with FIG. 1a, computer network system 100
includes an external computer network 101, such as a Wide
Area Network or “WAN” (e.g. the Internet), which is coupled
to one or more network resource servers (summarily depicted
as resource server-1 102 and resource server-N 103). Where
external network 101 includes the Internet, resource servers
1-N (102, 103) might provide one or more resources includ-
ing web pages, streaming media, transaction-facilitating
information, program updates or other downloadable infor-
mation, summarily depicted as resources 121, 131 and 132.
Such information can also include more traditionally viewed
“Downloadables” or “mobile code” (i.e. distributable com-
ponents), as well as downloadable application programs or
other further Downloadables, such as those that are discussed
herein. (It will be appreciated that interconnected networks
can also provide various other resources as well.)

Also coupled via external network 101 are subsystems
104-106. Subsystems 104-106 can, for example, include one
or more servers, personal computers (“PCs”), smart appli-
ances, personal information managers or other devices/pro-
cesses that are at least temporarily or otherwise intermittently
directly or indirectly connectable in a wired or wireless man-
ner to external network 101 (e.g. using a dialup, DSL, cable
modern, cellular connection, IR/RF, or various other suitable
current or future connection alternatives). One or more of
subsystems 104-106 might further operate as user devices
that are connectable to external network 101 via an internet
service provider (“ISP”) or local area network (“LLAN”), such
as a corporate intranet, or home, portable device or smart
appliance network, among other examples.

FIG. 1a also broadly illustrates how embodiments of the
invention are capable of selectively, modifiably or extensibly
providing protection to one or more determinable ones of
networked subsystems 104-106 or elements thereof (not
shown) against potentially harmful or other undesirable
(“malicious”™) effects in conjunction with receiving down-
loadable information. “Protected” subsystem 104, for
example, utilizes a protection in accordance with the teach-
ings herein, while “unprotected” subsystem-N 105 employs
no protection, and protected subsystem-M 106 might employ
one or more protections including those according to the
teachings herein, other protection, or some combination.
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System 100 implementations are also capable of providing
protection to redundant elements 107 of one or more of sub-
systems 104-106 that might be utilized, such as backups,
failsafe elements, redundant networks, etc. Where included,
such redundant elements are also similarly protectable in a
separate, combined or coordinated manner using embodi-
ments of the present invention either alone or in conjunction
with other protection mechanisms. In such cases, protection
can be similarly provided singly, as a composite of compo-
nent operations or in a backup fashion. Care should, however,
be exercised to avoid potential repeated protection engine
execution corresponding to a single Downloadable; such
“chaining” can cause a Downloadable to operate incorrectly
or not at all, unless a subsequent detection engine is config-
ured to recognize a prior packaging of the Downloadable.

FIGS. 15 and 1c¢ further illustrate, by way of example, how
protection systems according to embodiments of the inven-
tion can be utilized in conjunction with a wide variety of
different system implementations. In the illustrated
examples, system elements are generally configurable in a
manner commonly referred to as a “client-server” configura-
tion, as is typically utilized for accessing Internet and many
other network resources. For clarity sake, a simple client-
server configuration will be presumed unless otherwise indi-
cated. It will be appreciated, however, that other configura-
tions of interconnected elements might also be utilized (e.g.
peer-peer, routers, proxy servers, networks, converters, gate-
ways, services, network reconfiguring elements, etc.) in
accordance with a particular application.

The FIG. 15 example shows how a suitable protected sys-
tem 104a (which can correspond to subsystem-1 104 or sub-
system-M 106 of FIG. 1) can include a protection-initiating
host “server” or “re-communicator” (e.g. ISP server 140q),
one or more user devices or “Downloadable-destinations”
145, and zero or more redundant elements (which elements
are summarily depicted as redundant client device/process
145q). In this example, ISP server 140a includes one or more
email, Internet or other servers 141a, or other devices or
processes capable of transferring or otherwise “re-communi-
cating” downloadable information to user devices 145.
Server 141a further includes protection engine or “PE” 1424,
which is capable of supplying mobile protection code
(“MPC”) and protection policies for execution by client
devices 145. One or more of user devices 145 can further
include a respective one or more clients 146 for utilizing
information received via server 140a, in accordance with
which MPC and protection policies are operable to protect
user devices 145 from detrimental, undesirable or otherwise
“malicious” operations of downloadable information also
received by user device 145.

The FIG. 1c¢ example shows how a further suitable pro-
tected system 1045 can include, in addition to a “re-commu-
nicator”, such as server 1425, a firewall 143¢ (e.g. as is typi-
cally the case with a corporate intranet and many existing or
proposed home/smart networks.) In such cases, a server 14156
or firewall 143 can operate as a suitable protection engine
host. A protection engine can also be implemented in a more
distributed manner among two or more protection engine host
systems or host system elements, such as both of server 141
band firewall 143, or in a more integrated manner, for
example, as a standalone device. Redundant system or system
protection elements 11) can also be similarly provided in a
more distributed or integrated manner (see above).

System 1045 also includes internal network 144 and user
devices 145. User devices 145 further include a respective one
or more clients 146 for utilizing information received via
server 140a, in accordance with which the MPCs or protec-
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tion policies are operable. (As in the previous example, one or
more of user devices 145 can also include or correspond with
similarly protectable redundant system elements, which are
not shown.)

It will be appreciated that the configurations of FIGS.
1a-1c are merely exemplary. Alternative embodiments might,
for example, utilize other suitable connections, devices or
processes. One or more devices can also be configurable to
operate as a network server, firewall, smart router, a resource
server servicing deliverable third-party/manufacturer post-
ings, a user device operating as a firewall/server, or other
information-suppliers or intermediaries (i.e. as a “re-commu-
nicator” or “server”) for servicing one or more further inter-
connected devices or processes or interconnected levels of
devices or processes. Thus, for example, a suitable protection
engine host can include one or more devices or processes
capable of providing or supporting the providing of mobile
protection code or other protection consistent with the teach-
ings herein. A suitable information-destination or “user
device” can further include one or more devices or processes
(such as email, browser or other clients) that are capable of
receiving and initiating or otherwise hosting a mobile code
execution.

FIG. 2 illustrates an exemplary computing system 200, that
can comprise one or more ofthe elements of FIGS. 1a through
1c. While other application-specific alternatives might be
utilized, it will be presumed for clarity sake that system 100
elements (FIGS. la-c) are implemented in hardware, soft-
ware or some combination by one or more processing systems
consistent therewith, unless otherwise indicated.

Computer system 200 comprises elements coupled via
communication channels (e.g. bus 201) including one or
more general or special purpose processors 202, such as a
Pentium® or Power PC®, digital signal processor (“DSP”),
etc. System 200 elements also include one or more input
devices 203 (such as~mouse, keyboard, microphone, pen,
etc.), and one or more output devices 204, such as a suitable
display, speakers, actuators, etc., in accordance with a par-
ticular application.

System 200 also includes a computer readable storage
media reader 205 coupled to a computer readable storage
medium 206, such as a storage/memory device or hard or
removable storage/memory media; such devices or media are
further indicated separately as storage device 208 and
memory 209, which can include hard disk variants, floppy/
compact disk variants, digital versatile disk (“DVD”) vari-
ants, smart cards, read only memory, random access memory,
cache memory, etc., in accordance with a particular applica-
tion. One or more suitable communication devices 207 can
also be included, such as a modem, OSL, infrared or other
suitable transceiver, etc. for providing inter-device commu-
nication directly or via one or more suitable private or public
networks that can include but are not limited to those already
discussed.

Working memory further includes operating system
(“OS”) elements and other programs, such as application
programs, mobile code, data, etc. for implementing system
100 elements that might be stored or loaded therein during
use. The particular OS can vary in accordance with a particu-
lar device, features or other aspects in accordance with a 110
particular application (e.g. Windows, Mac, Linux, Unix or
Palm OS variants, a proprietary OS, etc.). Various program-
ming languages or other tools can also be utilized, such as
C++, Java, Visual Basic, etc. As will be discussed, embodi-
ments can also include a network client such as a browser or
email client, e.g. as produced by Netscape, Microsoft or oth-
ers, a mobile code executor such as an OS task manager, Java
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Virtual Machine (“JVM”), etc., and an application program
interface (“API”), such as a Microsoft Windows or other
suitable element in accordance with the teachings herein. (It
will also become apparent that embodiments might also be
implemented in conjunction with a resident application or
combination of mobile code and resident application compo-
nents.)

One or more system 200 elements can also be implemented
in hardware, software or a suitable combination. When imple-
mented in software (e.g. as an application program, object,
downloadable, servlet, etc. in whole or part), a system 200
element can be communicated transitionally or more persis-
tently from local or remote storage to memory (or cache
memory, etc.) for execution, or another suitable mechanism
can be utilized, and elements can be implemented in compiled
or interpretive form. Input, intermediate or resulting data or
functional elements can further reside more transitionally or
more persistently in a storage media, cache or more persistent
volatile or non-volatile memory, (e.g. storage device 207 or
memory 208) in accordance with a particular application.

FIG. 3 illustrates an interconnected re-communicator 300
generally consistent with system 1405 of FIG. 1, according to
anembodiment of the invention. As with system 1405, system
300 includes a server 301, and can also include a firewall 302.
In this implementation, however, either server 301 or firewall
302 (if a firewall is used) can further include a protection
engine (310 or 320 respectively). Thus, for example, an
included firewall can process received information in a con-
ventional manner, the results of which can be further pro-
cessed by protection engine 310 of server 301, or information
processed by protection engine 320 of an included firewall
302 can be processed in a conventional manner by server 301.
(For clarity sake, a server including a singular protection
engine will be presumed, with or without a firewall, for the
remainder of the discussion unless otherwise indicated. Note,
however, that other embodiments consistent with the teach-
ings herein might also be utilized.)

FIG. 3 also shows how information received by server 301
(or firewall 302) can include non-executable information,
executable information or a combination of non-executable
and one or more executable code portions (e.g. so-called
Trojan horses that include a hostile Downloadable within a
friendly one, combined, compressed or otherwise encoded
files, etc.). Particularly such combinations will likely remain
undetected by a firewall or other more conventional protec-
tion systems. Thus, for convenience, received information
will also be referred to as a “potential-Downloadable”, and
received information found to include executable code will be
referred to as a “Downloadable” or equivalently as a
“detected-Downloadable” (regardless of whether the execut-
able code includes one or more application programs, distrib-
utable “components” such as Java, ActiveX, add-in, etc.).

Protection engine 310 provides for detecting whether
received potential-Downloadables include executable code,
and upon such detection, for causing mobile protection code
(“MPC”) to be transferred to a device that is a destination of
the potential-Downloadable (or ‘“Downloadable-destina-
tion”). Protection engine 310 can also provide protection
policies in conjunction with the MPC (or thereafter as well),
which MPC/policies can be automatically (e.g. programmati-
cally) or interactively configurable in accordance user,
administrator, downloadable source, destination, operation,
type or various other parameters alone or in combination (see
below). Protection engine 310 can also provide or operate
separately or interoperably in conjunction with one or more
of certification, authentication, downloadable tagging, source
checking, verification, logging, diverting or other protection
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services via the MPC, policies, other local/remote server or
destination processing, etc. (e.g. which can also include pro-
tection mechanisms taught by the above-noted prior applica-
tions; see FIG. 4).

Operationally, protection engine 310 of server 301 moni-
tors information received by server 301 and determines
whether the received information is deliverable to a protected
destination, e.g. using a suitable monitor/data transfer mecha-
nism and comparing a destination-address of the received
information to a protected destination set, such as a protected
destinations list, array, database, etc. (All deliverable infor-
mation or one or more subsets thereof might also be moni-
tored.) Protection engine 310 further analyzes the potential-
Downloadable and determines whether the potential-
Downloadable includes executable code. If not, protection
engine 310 enables the not executable potential-Download-
able 331 to be delivered to its destination in an unaffected
manner.

In conjunction with determining that the potential-Down-
loadable is a detected-Downloadable, protection engine 310
also causes mobile protection code or “MPC” 341 to be
communicated to the Downloadable-destination of the
Downloadable, more suitably in conjunction with the
detected-Downloadable 343 (see below). Protection engine
310 further causes downloadable protection policies 342 to be
delivered to the Downloadable-destination, again more suit-
ably in conjunction with the detected-Downloadable. Protec-
tion policies 342 provide parameters (or can additionally or
alternatively provide additional mobile code) according to
which the MPC is capable of determining or providing appli-
cable protection to a Downloadable-destination against mali-
cious Downloadable operations.

(One or more “checked”, tag, source, destination, type,
detection or other security result indicators, which are not
shown, can also be provided as corresponding to determined
non-Downloadables or Downloadables, e.g. for testing, log-
ging, further processing, further identification tagging or
other purposes in accordance with a particular application.)

Further MPCs, protection policies or other information are
also deliverable to a the same or another destination, for
example, in accordance with communication by an MPC/
protection policies already delivered to a downloadable-des-
tination. Initial or subsequent MPCs/policies can further be
selected or configured in accordance with a Downloadable-
destination indicated by the detected-Downloadable, destina-
tion-user or administrative information, or other information
providable to protection engine 310 by a user, administrator,
user system, user system examination by a communicated
MPC, etc. (Thus, for example, an initial MPC/policies can
also be initially provided that are operable with or optimized
for more efficient operation with different Downloadable-
destinations or destination capabilities.)

While integrated protection constraints within the MPC
might also be utilized, providing separate protection policies
has been found to be more efficient, for example, by enabling
more specific protection constraints to be more easily updated
in conjunction with detected-Downloadable specifics, post-
download improvements, testing, etc. Separate policies can
further be more efficiently provided (e.g. selected, modified,
instantiated, etc.) with or separately from an MPC, or in
accordance with the requirements of a particular user, device,
system, administration, later improvement, etc., as might also
be provided to protection engine 310 (e.g. via user/MPC
uploading, querying, parsing a Downloadable, or other suit-
able mechanism implemented by one or more servers or
Downloadable-destinations).
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(It will also become apparent that performing executable
code detection and communicating to a downloadable-Des-
tination an MPC and any applicable policies as separate from
a detected-Downloadable is more accurate and far less
resource intensive than, for example, performing content and
operation scanning, modifying a Downloadable, or providing
completely Downloadable-destination based security.)

System 300 enables a single or extensible base-MPC to be
provided, in anticipation or upon receipt of a first Download-
able, that is utilized thereafter to provide protection of one or
more Downloadable-destinations. It is found, however, that
providing an MPC upon each detection of a Downloadable
(which is also enabled) can provide a desirable combination
of configurability of the MPC/policies and lessened need for
management (e.g. given potentially changing user/destina-
tion needs, enabling testing, etc.).

Providing an MPC upon each detection of a Downloadable
also facilitates a lessened demand on destination resources,
e.g. since information-destination resources used in execut-
ing the MPC/policies can be re-allocated following such use.
Such alternatives can also be selectively, modifiably or exten-
sibly provided (or further in accordance with other applica-
tion-specific factors that might also apply.) Thus, for
example, a base-MPC or base-policies might be provided to a
user device that is/are extensible via additionally download-
able “modules” upon server 301 detection of a Downloadable
deliverable to the same user device, among other alternatives.

In accordance with a further aspect of the invention, it is
found that improved efficiency can also be achieved by caus-
ing the MPC to be executed within a Downloadable-destina-
tion in conjunction with, and further, prior to initiation of the
detected Downloadable. One mechanism that provides for
greater compatibility and efficiency in conjunction with con-
ventional client-based Downloadable execution is for a pro-
tection engine to form a sandboxed package 340 including
MPC 341, the detected-Downloadable 343 and any policies
342. For example, where the Downloadable is a binary
executable to be executed by an operating system, protection
engine 310 forms a protected package by concatenating,
within sandboxed package 340, MPC 341 for delivery to a
Downloadable-destination first, followed by protection poli-
cies 342 and Downloadable 343. (Concatenation or tech-
niques consistent therewith can also be utilized for providing
a protecting package corresponding to a Java applet for
execution by a NM of a Downloadable-destination, or with
regard to ActiveX controls, add-ins or other distributable
components, etc.)

The above concatenation or other suitable processing will
result in the following. Upon receipt of sandboxed package
340 by a compatible browser, email or other destination-
client and activating of the package by a user or the destina-
tion-client, the operating system (or a suitable responsively
initiated distributed component host) will attempt to initiate
sandboxed package 340 as a single Downloadable. Such pro-
cessing will, however, result in initiating the MPC 341 and—
in accordance with further aspects of the invention—the MPC
will initiate the Downloadable in a protected manner, further
in accordance with any applicable included or further down-
loaded protection policies 342. (While system 300 is also
capable of ascertaining protection policies stored at a Down-
loadable-destination, e.g. by poll, query, etc. of available
destination information, including at least initial policies
within a suitable protecting package is found to avoid asso-
ciated security concerns or inefficiencies.)

Turning to FIG. 4, a protection engine 400 generally con-
sistent with protection engine 310 (or 320) of FIG. 3 is illus-
trated in accordance with an embodiment of the invention.
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Protection engine 400 comprises information monitor 401,
detection engine 402, and protected packaging engine 403,
which further includes agent generator 431, storage 404, link-
ing engine 405, and transfer engine 406. Protection engine
400 can also include a buffer 407, for temporarily storing a
received potential-Downloadable, or one or more systems for
conducting additional authentication, certification, verifica-
tion or other security processing (e.g. summarily depicted as
security system 408.) Protection engine 400 can further pro-
vide for selectively re-directing, further directing, logging,
etc. of a potential/detected Downloadable or information cor-
responding thereto in conjunction with detection, other secu-
rity, etc., in accordance with a particular application.

(Note that FIG. 4, as with other figures included herein,
also depicts exemplary signal flow arrows; such arrows are
provided to facilitate discussion, and should not be construed
as exclusive or otherwise limiting.)

Information monitor 401 monitors potential-Download-
ables received by a host server and provides the information
via buffer 407 to detection engine 402 or to other system 400
elements. Information monitor 401 can be configured to
monitor host server download operations in conjunction with
a user or a user-device that has logged-on to the server, or to
receive information via a server operation hook, servlet, com-
munication channel or other suitable mechanism.

Information monitor 401 can also provide for transferring,
to storage 404 or other protection engine elements, configu-
ration information including, for example, user, MPC, pro-
tection policy, interfacing or other configuration information
(e.g. see FIG. 6). Such configuration information monitoring
can be conducted in accordance with a user/device logging
onto or otherwise accessing a host server, via one or more of
configuration operations, using an applet to acquire such
information from or for a particular user, device or devices,
via MPC/policy polling of a user device, or via other suitable
mechanisms.

Detection engine 402 includes code detector 421, which
receives a potential-Downloadable and determines, more
suitably in conjunction with inspection parameters 422,
whether the potential-Downloadable includes executable
code and is thus a “detected-Downloadable”. (Code detector
421 can also include detection processors for performing me
decompression or other “decoding”, or such detection-facili-
tating processing as decryption, utilization/support of secu-
rity system 408, etc. in accordance with a particular applica-
tion.)

Detection engine 402 further transfers a detected-down-
loadable (“XEQ”) to protected packaging engine 403 along
with indicators of such detection, or a determined non-ex-
ecutable (“NXEQ”) to transfer engine 406. (Inspection
parameters 422 enable analysis criteria to be readily updated
or varied, for example, in accordance with particular source,
destination or other potential Downloadable impacting
parameters, and are discussed in greater detail with reference
to FIG. 5). Detection engine 402 can also provide indicators
for delivery of initial and further MPCs/policies, for example,
prior to or in conjunction with detecting a Downloadable and
further upon receipt of an indicator from an already down-
loaded MPC/policy. A downloaded MPC/policy can further
remain resident at a user device with further modules down-
loaded upon or even after delivery of a sandboxed package.
Such distribution can also be provided in a configurable man-
ner, such that delivery of a complete package or partial pack-
ages are automatically or interactively determinable in accor-
dance with user/administrative preferences/policies, among
other examples.
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Packaging engine 403 provides for generating mobile pro-
tection code and protection policies, and for causing delivery
thereof (typically with a detected-Downloadable) to a Down-
loadable-destination for protecting the Downloadable-desti-
nation against malicious operation attempts by the detected
Downloadable. In this example, packaging engine 403
includes agent generator 431, storage 404 and linking engine
405.

Agent generator 431 includes an MPC generator 432 and a
protection policy generator 433 for “generating” an MPC and
a protection policy (or set of policies) respectively upon
receiving one or more “generate MPC/policy” indicators
from detection engine 402, indicating that a potential-Down-
loadable is a detected-Downloadable. MPC generator 432
and protection policy generator 433 provide for generating
MPCs and protection policies respectively in accordance with
parameters retrieved from storage 404. Agent generator 431
is further capable of providing multiple MPCs/policies, for
example, the same or different MPCs/policies in accordance
with protecting ones of multiple executables within a zip file,
or for providing initial MPCs/policies and then further MPCs/
policies or MPC/policy “modules” as initiated by further
indicators such as given above, via an indicator of an already
downloaded MPC/policy or via other suitable mechanisms.
(It will be appreciated that pre-constructed MPCs/policies or
other processing can also be utilized, e.g. via retrieval from
storage 404, but with a potential decrease in flexibility.)

MPC generator 432 and protection policy generator 433
are further configurable. Thus, for example, more generic
MPCs/policies can be provided to all or a grouping of ser-
viced destination-devices (e.g. in accordance with a similarly
configured/administered intranet), or different MPCs/poli-
cies that can be configured in accordance with one or more of
user, network administration, Downloadable-destination or
other parameters (e.g. see FIG. 6). As will become apparent,
a resulting MPC provides an operational interface to a desti-
nation device/process. Thus, a high degree of flexibility and
efficiency is enabled in providing such an operational inter-
face within different or differently configurable user devices/
processes or other constraints.

Such configurability further enables particular policies to
be utilized in accordance with a particular application (e.g.
particular system uses, access limitations, user interaction,
treating application programs or Java components from a
particular known source one way and unknown source
ActiveX components, or other considerations). Agent genera-
tor 431 further transfers a resulting MPC and protection
policy pair to linking engine 405.

Linking engine 405 provides for forming from received
component elements (see above) a sandboxed package that
can include one or more initial or complete MPCs and appli-
cable protection policies, and a Downloadable, such that the
sandboxed package will protect a receiving Downloadable-
destination from malicious operation by the Downloadable.
Linking engine 405 is implementable in a static or config-
urable manner in accordance, for example, with characteris-
tics of a particular user device/process stored intermittently or
more persistently in storage 404. Linking engine 405 can also
provide for restoring a Downloadable, such as a compressed,
encrypted or otherwise encoded file that has been decom-
pressed, decrypted or otherwise decoded via detection pro-
cessing 20 (e.g. see FIG. 6b). It is discovered, for example,
that the manner in which the Windows OS initiates a binary
executable or an ActiveX control can be utilized to enable
protected initiation of a detected-Downloadable. Linking
engine 405 is, for example, configurable to form, for an ordi-
nary single-executable Downloadable (e.g. an application
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program, applet, etc.) a sandboxed package 340 as a concat-
enation of ordered elements including an MPC 341, appli-
cable policies 342 and the Downloadable or “XEQ” 343 (e.g.
see FIG. 4).

Linking engine 405 is also configurable to form, for a
Downloadable received by a server as a compressed single or
multiple-executable Downloadable such as a zipped or meta
file, a protecting package 340 including one or more MPCs,
applicable policies and the one or more included executables
of'the Downloadable. For example, a sandboxed package can
be formed in which a single MPC and policies precede and
thus will affect all such executables as a result of inflating and
installation. An MPC and applicable policies can also, for
example, precede each executable, such that each executable
will be separately sandboxed in the same or a different man-
ner according to MPC/policy configuration (see above) upon
inflation and installation. (See also FIGS. 5 and 6.) Linking
engine is also configurable to form an initial MPC, MPC-
policy or sandboxed package (e.g. prior to upon receipt of a
downloadable) or an additional MPC, MPC-policy or sand-
boxed package (e.g. upon or following receipt of a download-
able), such that suitable MPCs/policies can be provided to a
Downloadable-destination or other destination in a more dis-
tributed manner. In this way, requisite bandwidth or destina-
tion resources can be minimized (via two or more smaller
packages) in compromise with latency or other consider-
ations raised by the additional required communication.

A configurable linking engine can also be utilized in accor-
dance with other requirements of particular devices/pro-
cesses, further or different elements or other permutations in
accordance with the teachings herein. (It might, for example
be desirable to modify the ordering of elements, to provide
one or more elements separately, to provide additional infor-
mation, such as a header, etc., or perform other processing in
accordance with a particular device, protocol or other appli-
cation considerations.)

Policy/authentication reader-analyzer 481 summarily
depicts other protection mechanisms that might be utilized in
conjunction with Downloadable detection, such as already
discussed, and that can further be configurable to operate in
accordance with policies or parameters (summarily depicted
by security/authentication policies 482). Integration of such
further protection in the depicted configuration, for example,
enables a potential-Downloadable from a known unfriendly
source, a source failing authentication or a provided-source
that is confirmed to be fictitious to be summarily discarded,
otherwise blocked, flagged, etc. (with or without further pro-
cessing). Conversely, a potential-Downloadable from a
known friendly source (or one confirmed as such) can be
transferred with or without further processing in accordance
with particular application considerations. (Other configura-
tions including pre or post Downloadable detection mecha-
nisms might also be utilized.)

Finally, transfer engine 406 of protection agent engine 303
provides for receiving and causing linking engine 405 (or
other protection) results to be transferred to a destination user
device/process. As depicted, transfer engine 406 is config-
ured to receive and transfer a Downloadable, a determined
non-executable or a sandboxed package. However, transfer
engine 406 can also be provided in a more configurable man-
ner, such as was already discussed for other system 400
elements. (Anyone or more of system 400 elements might be
configurably implemented in accordance with a particular
application.) Transfer engine 406 can perform such transfer,
for example, by adding the information to a server transfer
queue (not shown) or utilizing another suitable method.
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Turning to FIG. 5 with reference to FIG. 4, a code detector
421 example is illustrated in accordance with an embodiment
of the invention. As shown, code detector 421 includes data
fetcher 501, parser 502, file-type detector 503, inflator 504
and control 506; other depicted elements. While implement-
able and potentially useful in certain instances, are found to
require substantial overhead, to be less accurate in certain
instances (see above) and are not utilized in a present imple-
mentation; these will be discussed separately below. Code
detector elements are further configurable in accordance with
stored parameters retrievable by data fetcher 501. (A coupling
between data fetcher 501 and control 506 has been removed
for clarity sake.)

Data fetcher 501 provides for retrieving a potential-Down-
loadable or portions thereof stored in buffer 407 or param-
eters from storage 404, and communicates such information
or parameters to parser 502. Parser 502 receives a potential-
Downloadable or portions thereof from data fetcher 501 and
isolates potential-Downloadable elements, such as file head-
ers, source, destination, certificates, etc. for use by further
processing elements.

File type detector 502 receives and determines whether the
potential-Downloadable (likely) is or includes an executable
file type. File-reader 502 can, for example, be configured to
analyze a received potential-Downloadable for a file header,
which is typically included in accordance with conventional
data transfer protocols, such as a portable executable or stan-
dard “.exe” file format for Windows OS application pro-
grams, a Java class header for Java applets, and so on for other
applications, distributed components, etc. “Zipped”, meta or
other compressed files, which might include one or more
executables, also typically provide standard single or multi-
level headers that can be read and used to identify included
executable code (or other included information types). File
type detector 502 is also configurable for analyzing potential-
Downloadables for all potential file type delimiters or a more
limited subset of potential file type delimiters (e.g. “.exe” or
“.com” in conjunction with a DOS or Microsoft Windows as
Downloadable-destination).

Known file type delimiters can, for example, be stored in a
more temporary or more persistent storage (e.g. storage 404
of FIG. 4) which file type detector 502 can compare to a
received potential-Downloadable. (Such delimiters can thus
also be updated in storage 404 as a new file type delimiter is
provided, or a more limited subset of delimiters can also be
utilized in accordance with a particular Downloadable-desti-
nation or other considerations of a particular application.)
File type detector 502 further transfers to controller 506 a
detected file type indicator indicating that the potential-
Downloadable includes or does not include (i.e. or likely
include) an executable file type.

In this example, the aforementioned detection processor is
also included as pre-detection processor or, more particularly,
a configurable file inflator 504. File inflator 504 provides for
opening or “inflating” compressed files in accordance with a
compressed file type received from file type detector 503 and
corresponding file opening parameters received from data
fetcher 501. Where a compressed file (e.g. a meta file)
includes nested file type information not otherwise reliably
provided in an overall file header or other information, infla-
tor 504 returns such information to parser 502. File inflator
504 also provides any now-accessible included executables to
control 506 where one or more included files are to be sepa-
rately packaged with an MPC or policies.

Control 506, in this example, operates in accordance with
stored parameters and provides for routing detected non-
Downloadables or Downloadables and control information,
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and for conducting the aforementioned distributed download-
ing of packages to Downloadable-destinations. In the case of
a non-Downloadable, for example, control 506 sends the
non-Downloadable to transfer engine 406 (FIG. 4) along with
any indicators that might apply. For an ordinary single-ex-
ecutable Downloadable, control 506 sends control informa-
tion to agent generator 431 and the Downloadable to linking
engine 405 along with any other applicable indicators (see
641 of FIG. 6b). Control 506 similarly handles a compressed
single-executable Downloadable or a multiple downloadable
to be protected using a single sandboxed package. For a
multiple-executable Downloadable, control 506 sends con-
trol information for each corresponding executable to agent
generator agent generator 431, and sends the executable to
linking engine 405 along with controls and any applicable
indicators, as in 6435 of FIG. 6b. (The above assumes, how-
ever, that distributed downloading is not utilized; when
used—according to applicable parameters—control 506 also
operates in accordance with the following.)

Control 506 conducts distributed protection (e.g. distrib-
uted packaging) by providing control signals to agent genera-
tor 431, linking engine 405 and transfer engine 406. In the
present example, control 506 initially sends controls to agent
generator 431 and linking engine 405 (FIG. 4) causing agent
generator to generate an initial MPC and initial policies, and
sends control and a detected-Downloadable to linking engine
405. Linking engine 405 forms an initial sandboxed package,
which transfer engine causes (in conjunction with further
controls) to be downloaded to the Downloadable destination
(643a of FIG. 6b). An initial MPC within the sandboxed
package includes an installer and a communicator and per-
forms installation as indicated below. The initial MPC also
communicates via the communicator controls to control 506
(FIG. 5) in response to which control 506 similarly causes
generation of MPC-M and policy-M modules 643¢, which
linking engine 405 links and transfer engine 406 causes to be
sent to the Downloadable destination, and so on for any
further such modules.

(It will be appreciated, however, that an initial package
might be otherwise configured or sent prior to receipt of a
Downloadable in accordance with configuration parameters
or user interaction. Information can also be sent to other user
devices, such as that of an administrator. Further MPCs/
policies might also be coordinated by control 506 or other
elements, or other suitable mechanisms might be utilized in
accordance with the teachings herein.)

Regarding the remaining detection engine elements illus-
trated in FIG. 5, where content analysis is utilized, parser 502
can also provide a Downloadable or portions thereof to con-
tent detector 505. Content detector 505 can then provide one
or more content analyses. Binary detector 551, for example,
performs detection of binary information; pattern detector
552 further analyzes the Downloadable for patterns indicat-
ing executable code, or other detectors can also be utilized.
Analysis results therefrom can be used in an absolute manner,
where a first testing result indicating executable code con-
firms Downloadable detection, which result is then sent to
control 506. Alternatively, however, composite results from
such analyses can also be sent to control 506 for evaluation.
Control 506 can further conduct such evaluation in a sum-
mary manner (determining whether a Downloadable is
detected according to a majority or minimum number of
indicators), or based on a weighting of different analysis
results. Operation then continues as indicated above. (Such
analysis can also be conducted in accordance with aspects of
a destination user device or other parameters.)
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FIG. 6a illustrates more specific examples of indicators/
parameters and known (or “knowledge base”) elements that
can be utilized to facilitate the above-discussed system 400
configurability and detection. For clarity sake, indicators,
parameters and knowledge base elements are combined as
indicated “parameters.” It will be appreciated, however, that
the particular parameters utilized can differ in accordance
with a particular application, and indicators, parameters or
known elements, where utilized, can vary and need not cor-
respond exactly with one another. Any suitable explicit or
referencing list, database or other storage structure(s) or stor-
age structure configuration(s) can also be utilized to imple-
ment a suitable user/device based protection scheme, such as
in the above examples, or other desired protection schema.

Executable parameters 601 comprise, in accordance with
the above examples, executable file type parameters 611,
executable code parameters 612 and code pattern parameters
613 (including known executable file type indicators, header/
code indicators and patterns respectively, where code patterns
are utilized). Use parameters 602 further comprise user
parameters 621, system parameters 622 and general param-
eters 623 corresponding to one or more users, user classifi-
cations, user-system correspondences or destination system,
device or processes, etc. (e.g. for generating corresponding
MPCs/policies, providing other protection, etc.). The remain-
ing parameters include interface parameters 631 for provid-
ing MPC/policy (or further) configurability in accordance
with a particular device or for enabling communication with
a device user (see below), and other parameters 632.

FIG. 6b illustrates a linking engine 405 according to an
embodiment of the invention. As already discussed, linking
engine 405 includes a linker for combining MPCs, policies or
agents via concatination or other suitable processing in accor-
dance with an OS, JVM or other host executor or other appli-
cable factors that might apply. Linking engine 405 also
includes the aforementioned post-detection processor which,
in this example, comprises a compressor 508. As noted, com-
pressor 508 receives linked elements from linker 507 and,
where a potential-Downloadable corresponds to a com-
pressed file that was inflated during detection, re-forms the
compressed file. (Known file information can be provided via
configuration parameters, substantially reversal of inflating
or another suitable method.) Encryption or other post-detec-
tion processing can also be conducted by linking engine 508.

FIGS. 7a, 7b and 8 illustrate a “sandbox protection” sys-
tem, as operable within a receiving destination-device,
according to an embodiment of the invention.

Beginning with FIG. 7a, a client 146 receiving sandbox
package 340 will “recognize” sandbox package 340 as a
(mobile) executable and cause a mobile code installer 711
(e.g. an OS loader, JVM, etc.) to be initiated. Mobile code
installer 711 will also recognize sandbox package 340 as an
executable and will attempt to initiate sandbox package 340 at
its “beginning” Protection engine 400 processing corre-
sponding to destination 700 use of a such a loader, however,
will have resulted in the “beginning” of sandbox package 340
as corresponding to the beginning of MPC 341, as noted with
regard to the above FIG. 4 example.

Such protection engine processing will therefore cause a
mobile code installer (e.g. OS loader 711, for clarity sake) to
initiate MPC 341. In other cases, other processing might also
be utilized for causing such initiation or further protection
system operation. Protection engine processing also enables
MPC 341 to effectively form a protection “sandbox” around
Downloadable (e.g. detected-Downloadable or “XEQ”) 343,
to monitor Downloadable 343, intercept determinable Down-
loadable 343 operation (such as attempted accesses of Down-
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loadable 343 to destination resources) and, if “malicious”, to
cause one or more other operations to occur (e.g. providing an
alert, offloading the Downloadable, offloading the MPC, pro-
viding only limited resource access, possibly in a particular
address space or with regard to a particularly “safe” resource
or resource operation, etc.).

MPC 341, in the present OS example, executes MPC ele-
ment installation and installs any policies, causing MPC 341
and protection policies 342 to be loaded into a first memory
space, PI. MPC 341 then initiates loading of Downloadable
343. Such Downloadable initiation causes OS loader 711 to
load Downloadable 343 into a further working memory
space-P2 703 along with an API import table (“IAT”) 731 for
providing Downloadable 631 with destination resource
access capabilities. It is discovered, however that the IA T can
be modified so that any call to an API can be redirected to a
function within the MPC. The technique for modifying the IA
T is documented within the MSDN (Microsoft Developers
Network) Library CD in several articles. The technique is also
different for each operating system (e.g. between Windows
9x and Windows NT), which can be accommodated by agent
generator configurability, such as that given above. MPC 341
therefore has at least initial access to API IAT 731 of Down-
loadable 632, and provides for diverting, evaluating and
responding to attempts by Downloadable 632 to utilize sys-
tem APIs 731, or further in accordance with protection poli-
cies 342. In addition to API diverting, MPC 341 can also
install filter drivers, which can be used for controlling access
to resources such as a Downloadable-destination file system
orregistry. Filter driver installation can be conducted as docu-
mented in the MSDN or using other suitable methods.

Turning to FIG. 8 with reference to FIG. 74, an MPC 341
according to an embodiment of the invention includes a pack-
age extractor 801, executable installer 802, sandbox engine
installer 803, resource access diverter 804, resource access
(attempt) analyzer 805, policy enforcer 806 and MPC de-
installer 807. Package extractor 801 is initiated upon initia-
tion of MPC 341, and extracts MPC 341 elements and pro-
tection policies 342. Executable installer 802 further initiates
installation of a Downloadable by extracting the download-
able from the protected package, and loading the process into
memory in suspended mode (so it only loads into memory, but
does not start to run). Such installation further causes the
operating system to initialize the Downloadable’s IAT 731 in
the memory space of the downloadable process, P2, as
already noted.

Sandbox engine installer 803 (running in process space PI)
then installs the sandbox engine (803-805) and policies 342
into the downloadable process space P2. This is done in
different way in each operating system (e.g. see above).
Resource access diverter 804 further modifies those Down-
loadable-API 1AT entries that correspond with protection
policies 342, thereby causing corresponding Downloadable
accesses via Downloadable-API IAT 731 to be diverted
resource access analyzer 805.

During Downloadable operation, resource access analyzer
or “RAA” 805 receives and determines a response to diverted
Downloadable (i.e. “malicious™) operations in accordance
with corresponding protection policies of policies 342. (RAA
805 or further elements, which are not shown, can further
similarly provide for other security mechanisms that might
also be implemented.) Malicious operations can for example
include, in a Windows environment: file operations (e.g. read-
ing, writing, deleting or renaming a file), network operations
(e.g. listen on or connect to a socket, send/receive data or view
intranet), OS registry or similar operations (read/write a reg-
istry item), OS operations (exit as/client, kill or change the
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priority of a process/thread, dynamically load a class library),
resource usage thresholds (e.g. memory, CPU, graphics), etc.

Policy enforcer 806 receives RAA 805 results and causes a
corresponding response to be implemented, again according
to the corresponding policies. Policy enforcer 806 can, for
example, interact with a user (e.g. provide an alert, receive
instructions, etc.), create a log file, respond, cause a response
to be transferred to the Downloadable using “dummy” or
limited data, communicate with a server or other networked
device (e.g. corresponding to a local or remote administrator),
respond more specifically with a better known Download-
able, verify accessibility or user/system information (e.g. via
local or remote information), even enable the attempted
Downloadable access, among a wide variety of responses that
will become apparent in 20 view of the teachings herein.

The FIG. 9 flowchart illustrates a protection method
according to an embodiment of the invention. In step 901, a
protection engine monitors the receipt, by a server or other
re-communicator of information, and receives such informa-
tion intended for a protected information-destination (i.e. a
potential-Downloadable) in step 903. Steps 905-911 depict
an adjunct trustworthiness protection that can also be pro-
vided, wherein the protection engine determines whether the
source of the received information is known to be
“unfriendly” and, if so, prevents current (at least unaltered)
delivery of the potential-Downloadable and provides any
suitable alerts. (The protection engine might also continue to
perform Downloadable detection and nevertheless enable
delivery or protected delivery of a non-Downloadable, or
avoid detection if the source is found to be “trusted”, among
other alternatives enabled by the teachings herein.)

If, in step 913, the potential-Downloadable source is found
to be of an unknown or otherwise suitably authenticated/
certified source, then the protection engine determines
whether the potential-Downloadable includes executable
code in step 915. If the potential-Downloadable does not
include executable code, then the protection engine causes
the potential-Downloadable to be delivered to the informa-
tion-destination in its original form in step 917, and the
method ends. If instead the potential-Downloadable is found
to include executable code in step 915 (and is thus a
“detected-Downloadable”), then the protection engine forms
a sandboxed package in step 919 and causes the protection
agent to be delivered to the information-Destination in step
921, and the method ends. As was discussed earlier, a suitable
protection agent can include mobile protection code, policies
and the detected-Downloadable (or information correspond-
ing thereto).

The FIG. 10a flowchart illustrates a method for analyzing
a potential-Downloadable, according to an embodiment of
the invention. As shown, one or more aspects can provide
useful indicators of the inclusion of executable code within
the potential-Downloadable. In step 1001, the protection
engine determines whether the potential-Downloadable indi-
cates an executable file type, for example, by comparing one
or more included file headers for file type indicators (e.g.
extensions or other descriptors). The indicators can be com-
pared against all known file types executable by all protected
Downloadable destinations, a subset, in accordance with file
types executable or desirably executable by the Download-
able-destination, in conjunction with a particular user, in con-
junction with available information or operability at the des-
tination, various combinations, etc.

Where content analysis is conducted, in step 1003 of FIG.
104, the protection engine analyzes the potential-Download-
able and determines in accordance therewith whether the
potential-Downloadable does or is likely to include binary
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information, which typically indicates executable code. The
protection engine further analyzes the potential-Download-
able for patterns indicative of included executable code in
step 1003. Finally, in step 1005, the protection engine deter-
mines whether the results of steps 1001 and 1003 indicate that
the potential-Downloadable more likely includes executable
code (e.g. via weighted comparison of the results with a
suitable level indicating the inclusion or exclusion of execut-
able code). The protection engine, given a suitably high con-
fidence indicator of the inclusion of executable code, treats
the potential-Downloadable as a detected-Downloadable.

The FIG. 105 flowchart illustrates a method for forming a
sandboxed package according to an embodiment ofthe inven-
tion. As shown, in step 1011, a protection engine retrieves
protection parameters and forms mobile protection code
according to the parameters. The protection engine further, in
step 1013, retrieves protection parameters and forms protec-
tion policies according to the parameters. Finally, in step
1015, the protection engine couples the mobile protection
code, protection policies and received-information to form a
sandboxed package. For example, where a Downloadable-
destination utilizes a standard windows executable, coupling
can further be accomplished via concatenating the MPC for
delivery of MPC first, policies second, and received informa-
tion third. (The protection parameters can, for example,
include parameters relating to one or more of the Download-
able destination device/process, user, supervisory constraints
or other parameters.)

The FIG. 11 flowchart illustrates how a protection method
performed by mobile protection code (“MPC”) according to
an embodiment of the invention includes the MPC installing
MPC elements and policies within a destination device in step
1101. In step 1102, the MPC loads the Downloadable without
actually initiating it (i.e. for executables, it will start a process
in suspended mode). The MPC further forms an access moni-
tor or “interceptor” for monitoring or “intercepting” down-
loadable destination device access attempts within the desti-
nation device (according to the protection policies in step
1103, and initiates a corresponding Downloadable within the
destination device in step 1105.

If, in step 1107, the MPC determines, from monitored/
intercepted information, that the Downloadable is attempting
or has attempted a destination device access considered unde-
sirable or otherwise malicious, then the MPC performs steps
1109 and 1111; otherwise the MPC returns to step 1107. In
step 1109, the MPC determines protection policies in accor-
dance with the access attempt by the Downloadable, and in
step 1111, the MPC executes the protection policies. (protec-
tion policies can, for example, be retrieved from a temporary,
e.g. memory/cache, or more persistent storage.)

As shown in the FIG. 12a example, the MPC can provide
for intercepting Downloadable access attempts by a Down-
loadable by installing the Downloadable (but not executing it)
in step 1201. Such installation will cause a Downloadable
executor, such as a the Windows operating system, to provide
all required interfaces and parameters (such as the IAT, pro-
cess ill, etc.) for use by the Downloadable to access device
resources of the host device. The MPC can thus cause Down-
loadable access attempts to be diverted to the MPC by modi-
fying the Downloadable IAT, replacing device resource loca-
tion indicators with those of the MPC (step 1203).

The FIG. 126 example further illustrates an example of
how the MPC can apply suitable policies in accordance with
an access attempt by a Downloadable. As shown, the MPC
receives the Downloadable access request via the modified
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IAT in step 1211. The MPC further queries stored policies to
determine a policy corresponding to the Downloadable
access request in step 1213.

The foregoing description of preferred embodiments of the
invention is provided by way of example to enable a person
skilled in the art to make and use the invention, and in the
context of particular applications and requirements thereof.
Various modifications to the embodiments will be readily
apparent to those skilled in the art, and the generic principles
defined herein may be applied to other embodiments and
applications without departing from the spirit and scope of
the invention. Thus, the present invention is not intended to be
limited to the embodiments shown, but is to be accorded the
widest scope consistent with the principles, features and
teachings disclosed herein. The embodiments described
herein are not intended to be exhaustive or limiting. The
present invention is limited only by the following claims.

What is claimed is:

1. A computer-based method, comprising the steps of:

receiving an incoming Downloadable;

deriving security profile data for the Downloadable,

including a list of suspicious computer operations that
may be attempted by the Downloadable; and

storing the Downloadable security profile data in a data-

base.

2. The computer-based method of claim 1 further compris-
ing storing a date & time when the Downloadable security
profile data was derived, in the database.

3. The computer-based method of claim 1 wherein the
Downloadable includes an applet.

4. The computer-based method of claim 1 wherein the
Downloadable includes an active control.

5. The computer-based method of claim 1 wherein the
Downloadable includes program script.

6. The computer-based method of claim 1 wherein suspi-
cious computer operations include calls made to an operating
system, a file system, a network system, and to memory.

7. The computer-based method of claim 1 wherein the
Downloadable security profile data includes a URL from
where the Downloadable originated.
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8. The computer-based method of claim 1 wherein the
Downloadable security profile data includes a digital certifi-
cate.

9. The computer-based method of claim 1 wherein said
deriving Downloadable security profile data comprises dis-
assembling the incoming Downloadable.

10. A system for managing Downloadables, comprising:

a receiver for receiving an incoming Downloadable;

a Downloadable scanner coupled with said receiver, for
deriving security profile data for the Downloadable,
including a list of suspicious computer operations that
may be attempted by the Downloadable; and

a database manager coupled with said Downloadable scan-
ner, for storing the Downloadable security profile data in
a database.

11. The system of claim 10 wherein said database manager
also stores a date & time when the Downloadable security
profile data was derived by said Downloadable scanner, in the
database.

12. The system of claim 10 wherein the Downloadable
includes an applet.

13. The system of claim 10 wherein the Downloadable
includes an active control.

14. The system of claim 10 wherein the Downloadable
includes program script.

15. The system of claim 10 wherein suspicious computer
operations include calls made to an operating system, a file
system, a network system, and to memory.

16. The system of claim 10 wherein the Downloadable
security profile data includes a URL from where the Down-
loadable originated.

17. The system of claim 10 wherein the Downloadable
security profile data includes a digital certificate.

18. The system of claim 10 wherein said Downloadable
scanner comprises a disassembler for disassembling the
incoming Downloadable.
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