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Practical Loss-Resilient Codes

Michael G. Luby*

Daniel A. Spielman®

Abstract

We present randomized constructions of linear-time en-
codable and decodable codes that can transmit over lossy
channels at rates extremely close to capacity. The encod-
ing and decoding algorithms for these codes have fast and
simple software implementations. Partial implementations
of our algorithms are faster by orders of magnitude than the
best software implementations of any previous algorithm for
this problem. We expect these codes will be extremely useful
for applications such as real-time audio and video transmis-
sion over the Internet, where lossy channels are common and
fast decoding is a requirement.

Despite the simplicity of the algorithms, their design and
analysis are mathematically intricate. The design requires the
careful choice of a random irregular bipartite graph, where
the structure of the irregular graph is extremely important.
We model the progress of the decoding algorithm by a set
of differential equations. The solution to these equations can
then be expressed as polynomials in one variable with coef-
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ficients determined by the graph structure. Based on these
polynomials, we design a graph structure that guarantees suc-
cessful decoding with high probability.

1 Introduction

Studies show that the Internet exhibits packet loss, and
the measurements in [10] show that the situation has become
worse over the past few years. A standard solution to this
problem is to request retransmission of data that is not re-
ceived. When some of this retransmission is lost, another re-
quest is made, and so on. In some applications, this intro-
duces technical difficulties. For real-time transmission this
solution can lead to unacceptable delays caused by several
rounds of communication between sender and receiver. For
amulticast protocol with one sender and many receivers, dif-
ferent sets of receivers can lose different sets of packets, and
this solution can add significant overhead to the protocol.

An alternative solution, often called forward error-
correction in the networking literature, is sometimes
desirable. Consider an application that sends a real-time
stream of data symbols that is partitioned and transmitted in
logical units of blocks.! Suppose the network experiences
transient and unpredictable losses of at most a p fraction of
symbols out of each block. The following insurance policy
can be used to tradeoff the effects of such uncontrollable
losses on the receiver for controllable degradation in quality.
Let n be the block length. Instead of sending blocks of n
data symbols each, place (1 — p)n data symbols in each
block, by either selecting the most important parts from
the original data stream and omitting the remainder, or
by generating a slightly lower quality stream at a (1 — p)
fraction of the original rate. Fill out the block to its original
length of n with pn redundant (check) symbols. This scheme
provides optimal loss protection if the (1 — p)n symbols in
the message can all be recovered from any set of (1 — p)n

1 An example of this is an MPEG stream, where a group of pictures can
constitute such a block, and where each symbol corresponds to the contents
of one packet in the block. The latency incurred by the application is propor-
tional to the time it takes between when the first and last packet of the block
is sent, plus the one-way travel time through the network.
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received symbols from the block. Such a scheme can be
used as the basic building block for the more robust and
general protection scheme described in [1].

To demonstrate the benefits of forward error-correction in
a simplified setting, consider the Internet loss measurements
performed by [14] involving a multicast by one sender to a
number of geographically distributed receivers. In one typi-
cal transmission to eleven receivers for a period of an hour,
the average packet loss rate per receiver was 9.3%, yet 46.5%
of the packets were lost by at least one of the receivers. To
simplify the example, suppose that the maximum loss rate
per block of 1000 packets for any receiver is 200.2 Then, the
sender could use forward error-correction by adding 200 re-
dundant packets to each 800 data packets to form blocks con-
sisting of 100 packets each. This approach sends 25% more
packets total than are in the original data stream, whereas
a naive scheme where the sender retransmits lost packets
would send about 50% more.

It is a challenge to design fast enough encoding and de-
coding algorithms to make forward error-correction feasible
in real-time for high bandwidth applications. In this paper,
we present codes that can be encoded and decoded in linear
time while providing near optimal loss protection. Moreover,
these linear time algorithms can be implemented to run very
quickly in software.

Our results hold whether each symbol is a single bit or a
packet of many bits. We assume that the receiver knows the
position of each received symbol within the stream of all en-
coding symbols. This is appropriate for the Internet, where
packets are indexed. We adopt as our model of losses the era-
sure channel, introduced by Elias [6], in which each encod-
ing symbol is lost with a fixed constant probability p in transit
independent of all the other symbols. This assumption is not
appropriate for the Internet, where losses can be highly cor-
related and bursty. However, losses on the Internet in general
are not sensitive to the actual contents of each packet, and
thus if we place the encoding into the packets in a random
order then the independent loss assumption is valid.

Elias [6] showed that the capacity of the erasure channel
is 1 — p and that a random linear code can be used to trans-
mit over the erasure channel at any rate R < 1 — p. Fur-
thermore, a standard linear MDS code can be used to con-
vert a message of length Rn into a transmission of length n
from which the message can be recovered from any portion of
length greater than Rn. Moreover, general linear codes have
quadratic time encoding algorithms and cubic time decoding
algorithms. One cannot hope for better information recovery,
but faster encoding and decoding times are desirable, espe-
cially for real-time applications.

Reed-Solomon codes can be used to transmit at the ca-
pacity of the erasure channel with nlogn encoding time
and quadratic decoding time. These codes have recently

2This is twice the average loss rate, but due to the bursty nature of losses
in the Internet it is still likely that the maximum loss rate per block exceeds
20%. One can use the results of [1] to simultaneously protect against various
levels of loss while still keeping the overall redundancy modest.

151

been customized to compensate for Internet packet loss in
real-time transmission of moderate-quality video [1]. Even
this optimized implementation required the use of dedicated
workstations. Transmission of significantly higher quality
video requires faster coding algorithms.

In theory, it is possible to decode Reed-Solomon codes
in time O(nlog® nloglogn) (see, [4, Chapter 11.7] and
[9, p. 369]). However, for small values of n, quadratic
time algorithms are faster than the fast algorithms for the
Reed-Solomon based codes, and for larger values of n the
O(log® nloglog n) multiplicative overhead in the running
time of the fast algorithms (with a moderate sized constant
hidden by the big-Oh notation) is large, i.e., in the hundreds
or larger.

We obtain very fast linear-time algorithms by transmitting
just below channel capacity. We producerate R = 1 —p(1+
€) codes along with decoding algorithms that recover from
the random loss of a p fraction of the transmitted symbols in
time proportional to nIn(1/¢) with high probability, where
n is the length of the encoding. They can also be encoded in
time proportional ton In(1/¢). In Section 7, we do this for all
€ > 0. The fastest previously known encoding and decoding
algorithms [2] with such a performance guarantee have run
times proportional to nln(1/¢)/e. (See also [3] for related
work.)

The overall structure of our codes are related to codes in-
troduced in [13] for error-correction. We explain the gen-
eral construction along with the encoding and decoding al-
gorithms in Section 2.

Our encoding and decoding algorithms are almost sym-
metrical. Both are extremely simple, computing exactly one
exclusive-or operation for each edge in a randomly chosen bi-
partite graph. As in many similar applications, the graph is
chosen to be sparse, which immediately implies that the en-
coding and decoding algorithms are fast. Unlike many sim-
ilar applications, the graph is not regular; instead it is quite
irregular with a carefully chosen degree sequence. We de-
scribe the decoding algorithm as a process on the graph in
Section 3. Our main tool is a model that characterizes almost
exactly the performance of the decoding algorithm as a func-
tion of the degree sequence of the graph. In Section 4, we use
this tool to model the progress of the decoding algorithm by
a set of differential equations. As shown in Lemma 1, the so-
lution to these equations can then be expressed as polynomi-
als in one variable with coefficients determined by the degree
sequence. The positivity of one of these polynomials on the
interval (0, 1] with respect to a parameter § guarantees that,
with high probability, the decoding algorithm can recover al-
most all the message symbols from a loss of up to a § frac-
tion of the encoding symbols. The complete success of the
decoding algorithm can then be demonstrated by combinato-
rial arguments such as Lemma 3.

Our analytical tools allow us to almost exactly charac-
terize the performance of the decoding algorithm for any
given degree sequence. Using these tools, we analyze reg-
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ular graphs in Section 6, and conclude that they cannot yield
codes that are close to optimal. Hence irregular graphs are a
necessary component of our design.

Not only do our tools allow us to analyze a given degree
sequence, but they also help us to design good irregular de-
gree sequences. In Section 7 we describe, given a parameter
¢ > 0, a degree sequence for which the decoding is success-
ful with high probability for a loss fraction 4 that is within € of
1 — R. Although these graphs are irregular, with some nodes
of degree 1/, the average node degree is only In(1/¢). This
is the main result of the paper, i.e., a code with encoding and
decoding times proportional to In(1/¢) that can recover from
a loss fraction that is within ¢ of optimal.

In Section 9, we show how linear programming tech-
niques can be used to find good degree sequences for the
nodes on the right given a degree sequence for the left nodes.
We demonstrate these techniques by finding the right degree
sequences that are close to optimal for a series of example left
degree sequences.

1.1 Terminology

The block length of a code is the number of symbols in
the transmission. In a systematic code, the transmitted sym-
bols can be divided into message symbols and check symbols.
We take the symbols to be bits, and write a @ b to denote the
exclusive-or of bits a and b. It is easy to extend our construc-
tions to work with symbols that are packets of bits: where we
would take the @ of two bits, just take the bit-wise @ of two
packets. The message symbols can be chosen freely, and the
check symbols are computed from the message symbols. The
rate of a code is the ratio of the number of message symbols
to the block length. In a code of block length n and rate R,
the encoder takes as input Rn message symbols and produces
n symbols to be transmitted. In all of our constructions, we
assume that the symbols are bits.

2 The Codes

In this section, we explain the overall construction, as well
as the encoding and decoding algorithms. We begin by defin-
ing a code C( B) with n message bits and 8n check bits, by as-
sociating these bits with a bipartite graph B. The graph B has
n left nodes and Bn right nodes, corresponding to the mes-
sage bits and the check bits, respectively. C(B) is encoded
by setting each check bit to be the @ of its neighboring mes-
sage bits in B (see Figure 1(a)). Thus, the encoding time is
proportional to the number of edges in B.

The main contribution of our work is the design and anal-
ysis of the bipartite graph B so that the repetition of the fol-
lowing simplistic decoding operation recovers all the missing
message bits.
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computes the sum
modulo 2 of its
neighbors

O ~ 6, O ~
. 8/.:3?;1( g/
message

(b)

Figure 1: (a) A graph defines a mapping from message bits
to check bits.
() Bits z;, z3, and ¢; are used to solve for 3.

Decoding Operation

Given the value of a check bit and all but one of
the message bits on which it depends,

set the missing message bit to be the & of the
check bit and its known message bits.

See Figure 1{b) for an example of this operation. The ad-
vantage of relying solely on this recovery operation is that the
total decoding time is (at most) proportional to the number of
edges in the graph. Our main technical innovation is in the
design of sparse random graphs where repetition of this op-
eration is guaranteed to usually recover all the message bits
if at most (1 — €) n of the message bits have been lost from
C(B).

To produce codes that can recover from losses regardless
of their location, we cascade codes of the form C(B): we
first use C(B) to produce #n check bits for the original n
message bits, we then use a similar code to produce 5%n
check bits for the Bn check bits of C(B), and so on (see Fig-
ure 2). At the last level, we use a more conventional loss-
resilient code. Formally, we construct a sequence of codes
C(By),...,C(By,) from a sequence of graphs By, ..., By,
where B; has #'n left nodes and Bitin right nodes. We se-
lect m so that ™+1n is roughly \/n and we end the cascade
witha loss-resilientcode C of rate 1—3 with 3™ *1n message
bits for which we know how to recover from the random loss
of 3 fraction of its bits with high probability. We then define
the code C(Bo, B, . . ., Bm, C) to be a code with n message
bits and

m+1

> Bn+ g™ 2n/(1- ) = np/(1 - )

i=1

check bits formed by using C(Bg) to produce An check bits
for the n message bits, using C(B; ) to form 3*+1 n check bits
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for the B'n bits produced by C(B;_,), and finally using C
to produce an additional n3™*?/(1 — ) check bits for the
A™*1nbitsoutputby C(By, ). AsC(Bo, B, ..., Bm,C)has
n message bits and ng3/(1 — ) check bits, it is a code of rate

1- 4.

é’; conventional g
\? code ®
p ®

Figure 2: The code levels.

Assuming that the code C can be encoded and decoded in
quadratic time?, the code C(Bg, . . ., Bm, C) can be encoded
and decoded in time linear in n. We begin by using the de-
coding algorithm for C to recover losses that occur within its
corresponding bits. If C recovers all the losses, then the al-
gorithm now knows all the check bits produced by C(By,),
which it can then use to recover losses in the inputsto C( B, ).
As the inputs to each C(B;) were the check bits of C(B;_1),
we can work our way back up the recursion until we use the
check bits produced by C{Bg) to recover losses in the origi-
nal n message bits. If we can show that C' can recover from
the random loss of a §(1 — ¢) fraction of its bits with high
probability, and that each C{ B;) can recover from the random
loss of a #(1 — €) fraction of its message bits with high prob-
ability, then we have shown that C(Bg, By, ..., Bn,C)isa
rate 1 — J code that can recover from the random loss of a
B(1 — €) fraction of its bits with high probability. Thus, for
the remainder of the paper, we only concern ourselves with
finding graphs B so that the decoding algorithm can recover
from a 3(1 —e¢) fraction of losses in the message bits of C(B),
given all of its check bits.

3 The Graph Process and Dégree Sequences

We now relate the decoding process of C(B) to a process
on a subgraph of B, so that hereafter we can use this sim-
pler terminology when describing the process. This subgraph

3 A good candidate for the code C is the low-density parity-check [7, 12]
version of these codes: only send the messages that cause all the check bits to
be zero. These codes can be decoded in linear time and encoded in quadratic
time with miniscule constants. In the final version of this paper, we show
how C' can be replaced with an even simpler code C” that can be encoded
and decoded in linear time but that has a worse decoding guarantee. Using
C', we can end the cascade with roughly en/ InInn nodes instead of \/n
for C.
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consists of all nodes on the left that were lost but have not
been decoded thus far, all the nodes on the right, and all the
edges between these nodes. Recall that the decoding process
requires finding a check bit on the right such that only one
adjacent message bit is missing; this adjacent bit can then be
recovered. In terms of the subgraph, this is equivalent to find-
ing a node of degree one on the right, and removing it, its
neighbor, and all edges adjacent to its neighbor from the sub-
graph. We refer to this entire sequence of events hereafter as
one step of the decoding process. We repeat this step until
there are no nodes of degree one available on the right. The
entire process is successful if it does not halt until all nodes
on the left are removed, or equivalently, until all edges are
removed.

The graphs that we use are chosen at random from care-
fully chosen degree sequence on sparse bipartite graphs. In
contrast with many applications of random graphs in com-
puter science, our graphs are not regular. Indeed, the analysis
in Section 6 shows that it is not possible to approach channel
capacity with regular graphs.

We refer to edges that are adjacent to a node of degree
i on the left (right) as edges of degree i on the left (right).
Each of our degree sequences is specified by a pair of vectors
(M,...,Am)and{p1, ..., pm) where ); is the initial fraction
of edges on the left of degree 7 and p; is the initial fraction of
edges on the right of degree j. Note that our graphs are spec-
ified in terms of fractions of edges, and not nodes, of each
degree; this form is more convenient for much of our work.
To choose an appropriate random bipartite graph B with £
edges, n nodes on the left, and #n nodes on the right, we be-
gin with a bipartite graph B’ with E nodes on both the left
and right hand sides, with each node of B’ representing an
edge slot. Each node on the left hand side of B’ is associated
with a node on the left side of B, so that the distribution of
degrees is given by (A1, ..., A ), and similarly for the right.
We then choose a random matching (i.e., a random permuta-
tion) between the two sets of E nodes on B’. This induces
a random bipartite graph on B (perhaps with multi-edges) in
the obvious manner with the desired degree structure.

Note that, in the corresponding subgraph of B’ remain-
ing after each step, the matching remaining on B’ still corre-
sponds to a random permutation. Hence, conditioned on the
degree sequence of the remaining subgraph after each step,
the subgraph that remains is uniform over all subgraphs with
this degree sequence. The evolution of the degree sequence
is therefore a Markov process, a fact we make use of below.

In the next two sections, we develop techniques for the
analysis of the process for general degree sequences. After
using these techniques in Section 6 to analyze regular graphs,
we describe degree sequences that result in codes that ap-
proach the capacity of the erasure channel in Section 7.

4 Differential Equations Description

To analyze the behavior of the process on the subgraph
of B described in the previous section, we begin by estab-
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lishing a set of differential equations that describes its behav-
ior in the limiting case, as the block length goes to infinity.
Alternatively, one may think of these equations as describ-
ing the expected behavior of the associated random variables.
Although these differential equations provide the key insight
into the behavior of the decoding process, additional work is
required to justify the relationship between the limiting and
finite cases.

We begin with the initial random graph B, with n left
nodes and An right nodes. Consider the two vectors ();) and
(pi), where A; and p; are the fractions of edges of degree i on
the left and right, with respect to the total number E of edges
in the original graph. The average node degree on the left a,
initially satisfies a; ' = 3", A; /4, and similarly the average
node degree on the right a,. initially satisfies a; ! = 5, p; /i.

We scale the passage of time so that each time unit of
length At % corresponds to one step of the decoding
process. Let & be the fraction of losses in the message. Ini-
tially, just prior to time 0, each node on the left is removed
with probability 1 — & (because the corresponding message
bit is successfully received), and thus the initial subgraph of
B contains §» nodes on the left. If the process terminates
successfully, it runs until time dn/E = &/a,. We let £;(t)
and r;(t) represent the fraction of edges (in terms of E) of
degree i on the left and right, respectively, at time ¢. We
denote by e(t} the fraction of the edges remaining, that is,
e(t) = 25 4i(t) = 35, milt).

Recall that at each step, a random node of degree one on
the right is chosen, and the corresponding node on the left and
all of its adjacent edges are deleted. (If there is no such node,
the process necessarily stops.) The probability that the edge
adjacent to the node of degree one on the right has degree ¢
on the left is £;(t)/e(t), and in this case we lose ¢ edges of
degree i. This gives rise to the difference equation

Li(t + At) — Li(t) = - :

for the expected change of the number of edges £;(t) of de-
gree i on the left. Noting that £;(t) = L;(t)/E = L;(t)At,
we see that in the limit as £ — oo the solution of this differ-
ence equation is described by that of the differential equation

d4i(t)

dt

)

When we remove a node of degree ¢ on the left, we re-
move the one edge of degree one from the right, along with
the ¢ — 1 other edges adjacent to this node. Hence the ex-
pected number of other edges deleted is a(tf) — 1, where
a(t) = 5 if;(t)/e(t). Therightendpointsof these i—1 other
edges on the right hand side are randomly distributed. If one
of these edges is of degree j on the right, we lose j edges of
degree j, and gain j — 1 edges of degree j — 1. The proba-
bility that an edge has degree j on the right is just ;(¢)/e(t).
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For z > 1, then, the difference equation

i(a(t) = 1)
e(t)
describes the expected change of the number of edges R (t)

of degree i on the right. The corresponding differential equa-
tions for the 7;(t) are therefore

dr; (t)
dt

Ri(t + At) = Ri(t) = (rip1(t) — ri(2))

= (ria (t) - ri(t))

¢))

(We assume that r;(t) is defined for all positive ¢, and is 0 for
sufficiently large ¢.) The case i = 1 plays a special role, as
we must take into account that at each step an edge of degree
one on the right is removed. Hence, the differential equation
for r1(t) is given as

drl(t)
dt

(a(t) - 1)
e(t)

Our key interest is in the progression of r; (¢) at a function
of t. Aslongas r;(t) > 0, so that we have a node of degree
one on the right, the process continues; when r;(t) = 0 the
process stops. Hence we would like for »;(¢) > 0 until all
nodes on the left are deleted and the process terminates suc-
cessfully.

These differential equations are more easily solved by
defining z so thatdz/z = dt/e(t). The value of z in terms of
t is then z := exp(— f(; dr/e(r)). By substituting dz/z for
dt/e(t), equation (1) becomes d¥4;(z)/dz = —~if;(z)/z, and
integrating yields #; (z) = c;z'. Note thatz = 1 fort = 0,
and 4;(t = 0) = ;. Hence, ¢; = §); and

= (Tg(t) - 7" (t)) -1 (3)

E,(m) = JA;xi.

Since ¢;(z) goes to zero as ¢ goes to d/a,, = runs over the
interval [1,0).

Solving for the r;(z) is more involved. The main goal is
to show that ry (z) > 0 on (0, 1], so that the process does not
halt before completion. Details for solving for the r;(z), and
in particular for r,(z), are given in Appendix A; the propo-
sition below presents the solution for 71 (z). The result is ex-
pressed using the degree sequence functions

Az) = E Aizt?

i>1

and _
plx) =Y piz’ .
i>1
These degree sequence functions play an importantrole in the
remainder of our presentation.

Lemma 1 The solution ri(x) of the differential equation (3)
is given by

6XMz) [z — 1+ p(1 = 8A(z))]. 4)

T1($)
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From (4), we find that this requires the condition
p(l=98Az))>1-=z, z€(0,1]. (5)

This condition shall play a central role for the remainder
of our work.

5 Using the Differential Equations to Build
Codes

Recall that the differential equations describe the limiting
behavior of the process on B, as the block length goes to in-
finity. From this one can derive that if (5) is violated, so that
p(1 = dX(z)) < 1 — z somewhere on (0, 1] then the process
fails for large block lengths with high probability.

Proving the process progresses almost to completion if (5)
is satisfied is possible by relating the differential equations to
the underlying random process (see, e.g., [8, 11]). Proving
the process runs to completion can be handled with a sepa-
rate combinatorial argument. In some cases, however, this
requires small modifications in the graph construction.

Lemma 2 Let B be a bipartite graph chosen at random with
edge-degrees specified by A(z) and p(z). Let & be fixed so
that
p(1=8XMz))>1—=2, forz e (0,1}

For all n > 0, if the message bits of C{B) are lost indepen-
dently with probability é, then the decoding algorithm ter-
minates with more than nn message bits not recovered with
exponentially small probability, as the block length grows
large.

The following combinatorial tail argument is useful in
showing that the process terminates successfully when there
are no nodes on the left of degree one or two. (Such argu-
ments are often required in similar situations; see, for exam-

ple, [5].)

Lemma 3 Let B be a bipartite graph chosen at random with
edge-degrees specified by X(z) and p(z), such that A(z) has
A1 = Ae = 0. Then there is some > 0, such that with
probability 1 — o(1) (over the choice of B) if at most an'n
fraction of the nodes on the left in B remain, then the process
terminates successfully.

Proof: [Sketch] Let S be any set of nodes on the left of
size at most nn. Let a be the average degree of these nodes.
If the number of nodes on the right that are neighbors of S
is greater than a|S|/2, then one of these nodes has only one
neighbor in |S|, and so the process can continue. Thus, we
only need to show that the initial graph is a good expander
on small sets. Since the degree of each node on the left is at
least three, standard proofs (see [12]) suffice to show that the
expansion condition holds with high probability for all sets

155

containing at most an 5 fraction of the left nodes, for some
7> 0. o

Using Lemmas 2 and 3, we can show that the codes pre-
sented in Section 7 work with high probability. As our results
for asymptototically good general codes use graphs with de-
gree two nodes on the left, we extend the construction and use
more careful arguments to prove that the process completes,
as described in Section 7.

6 Analysis of Regular Graphs

We demonstrate the techniques developed in the previous
section in a simple setting: we analyze the behavior of the
process on random regular graphs. Because random regular
graphs have so often been used in similar situations, it is nat-
ural to consider if they give rise to codes that are close to opti-
mal. They do not. The following lemma proves a weak form
of this behavior. We have explicitly solved for the largest
value of § which satisfies condition (5) for codes based on
regular graphs for several rate values. In every case, there
is some small degree value that achieves a maximum value
of § far from optimal, and the maximal achievable value of §
decreases as the degree increases thereafter.

Lemma 4 Let B be a bipartite regular graph chosen at ran-
dom, with all edges having left degree d and right degree
d/B, for d > 3. Then condition (5) holds only if

s<af1o (L)

and hence as d — 0o, the maximum acceptable loss rate goes
to 0.

Proof: We have that A\(z) = z4-1, and p(z) = z(4/A)-1,
Hence our condition (5) on the acceptable loss rate § becomes

(1-629-)¥P7 Sy

forz € (0,1).
Wepluginz = 1 — ;5. Using the fact that (1 —
1

d—
77)4"1 > § ford > 3 yields the requirement

(d/B)-1
-2 >-L
4 —d-1

This simplifies to the inequality in the statement of the
lemma.

It is easy to check that as d — oo, the right hand side of
the above equation goes to 0, which concludes the lemma. o

Hence, for any fixed 5, there is some d which achieves the
maximum value of 4 possible using regular graphs, and this §
is far from optimal. For example, in the case where § = 1/2,
the best solution is to let the left nodes have degree three and
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the right nodes have degree six. In this case the code can han-
dle any ¢ fraction of losses on the left with high probability
as long as

(1-62%)°>1-3

for z € (0,1]. The inequality fails for 6 > 0.43. When
this one layer code is cascaded as described in Section 2 to a
code withrate R = 1/2, simple calculations show that being
able to incur a loss fraction of at most § = .43 in each layer
implies that the message cannot be recovered from a portion
of the encoding that is smaller than 1.14 times the length of
the message, i.e., far from the optimal value of 1.00. Simula-
tion runs of the code turn out to match this theory accurately,
demonstrating that these techniques provide a sharp analysis
of the actual behavior of the process.

7 Asymptotically Optimal Codes

In this section, we construct codes that transmit at rates ar-
bitrarily close to the capacity of the erasure channel. We do
this by finding an infinite sequence of solutions to the differ-
ential equations of Section 4 in which é approaches p.

As the degree sequences we use have degree two nodes
on the left hand side, we cannot appeal to Lemma 3 to show
that they work with high probability. Hence our codes require
some additional structure.

Let B be a bipartite graph with n left nodes and fn right
nodes. We describe our choice for the left and right degree
sequences of B that satisfy condition (5). Let d be a positive
integer that is used to trade off the average degree with how
well the decoding process works, i.e., how close we can make
4 to S = 1 — R and still have the process finish successfully
most of the time.

The left degree sequence is described by the following
truncated heavy tail distribution. Let A (d) = Y&, 1/i be
the harmonic sum truncated at d, and thus H(d) ~ In(d).
Then, foralli = 2,...,d+ 1, the fraction of edges of degree
i on the left is given by A; = 1/(H(d)(i — 1)). The average
left degree a4 equals H(d)(d + 1)/d. Recall that we require
the average right degree, a,, to satisfy a, = a,/3. The right
degree sequence is defined by the Poisson distribution with
mean a,: forall ¢ > 1 the fraction of edges of degree ¢ on the
right equals

e~ ai -1
pi = (T—l—)!’

where « is chosen to guarantee that the average degree on the
right is a,. In other words, « satisfies ze®/(e® — 1) = a,.

Note that we allow p; > 0 forall 7 > 1, and hence p(z) is
not truly a polynomial, but a power series. However, truncat-
ing the power series p(z) at a sufficiently high term gives a fi-
nite distribution of the edge degrees for which the next lemma
is still valid.

We show that when § = 3/(1 + 1/d) in (5), the condi-
tion is satisfied, i.e., p(1 — dA(2)) > 1 — z on (0, 1], where
A(z) = 3, Miz'~tand p(z) = Y, piz*~}. Note that A(z)
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is the expansion of — In(1 — x) truncated at the dth term, and
scaled so that A(1) = 1. Further, p(z) = e*(=-1),

Lemma 5 Withthe above choices for p(z) and A(x) we have
p(L=30A(z)) >1—xon(0,1]if6 <B/(1+1/d).

Proof: Recall that p(z) = e*(®~1), hence p(z) increases
monotonically in x. As a result, we have

p(1=8X(z)) > p(1+8In(1—z)/H(d)) = (1 —z)*/H),

Since ay = H(d)(1 + 1/d) and ¢ = a,/8, we obtain
ad/H(d)=(1—-e"*)(1+1/d)d/B < 8(1+1/d)/B < 1,
which shows that the right hand side of the above inequality
is larger than 1 — z on (0, 1]. o

A problem is that Lemma 3 does not apply to this system
because there are nodes of degree two on the left. Indeed,
simulations demonstrate that for these choices of A(z) and
p(z) a small number of nodes often do remain. To overcome
this problem, we make a small change in the structure of the
graph B. We split the #n right nodes of B into two distinct
sets, the first set consisting of (3 — v)n nodes and the sec-
ond set consisting of yn nodes, where = is a small constant
to be determined. The graph B is then formed by taking the
union of two graphs, B; and B,. B is formed as described
up to this point between the n left nodes and the first set of
(8 —~)n right nodes. Bj is formed between the n left nodes
and the second set of yn right nodes, where each of the n left
nodes has degree three and the 3n edges are connected ran-
domly to the yn right nodes.

Lemma 6 Let B be the bipartite graph just described. Then,
with high probability, the process terminates successfully
when started on a subgraph of B induced by én of the left
nodes and all fn of the right nodes, where § = 8/(1+1/d).

Proof: [Sketch] In the analysis of the process, we may
think of B; as being held in reserve to handle nodes not
already dealt with using B;. Combining Lemma 5 and
Lemma 2, we can show that, for any constant > 0, with
high probability at most nn nodes on the left remain after the
process runs on By. The induced graph in Bs between these
remaining #n left nodes and the yn right nodes is then a ran-
dom bipartite graph such that all nodes on the left have de-
gree three. We choose v to be larger than 7 by a small con-
stant factor so that with high probability the process termi-
nates successfully on this subgraph by Lemma 3; note that the
lemma applies since all nodes on the left have degree three.
By choosing 7 sufficiently small, we may make ~ arbitrar-
ily small, and hence the decrease in the value of § below that
stated in Lemma 5 can be made arbitrarily small. a]

Note that the degree of each left node in this modified con-
struction of B is at most three bigger than the average degree
of each left node in the construction of B described at the be-
ginning of this section. We can use this observation and the
lemma above to immediately prove our main theorem.
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Theorem 1 Forany R, any positive ¢, and sufficiently large
block length n, there is a loss-resilient code that, with high
probability, is able to recover from the random loss of a (1 —
R){(1—e¢)-fractionof its bits in time proportionalton In(1/¢).

Proof: [Sketch] Set d = 1/¢ to get a one level code with
the properties described in Lemma 6. Cascade versions of
these codes as described in Section 2 to get the entire code.
The proof follows since each level of the cascade fails to re-
cover all its message bits, given all of its check bits, with
small probability. o

8 A Linear-Algebraic Interpretation

The 3n check bits of the code C(B) described in Section 2
can be computed by multiplying the vector of n message bits
by the Bn x n matrix, M(B), whose (z, j)-th entry is 1 if
there is an edge in B between left node ¢ and right node j
and is 0 otherwise (the multiplication is over the field of two
elements). We choose our graphs B to be sparse, so that the
resulting matrix M (B) is sparse and the multiplication can
be performed quickly.

The efficiency of the decoding algorithm is related to the
ease with which one can perform Gaussian elimination on
submatrices of M ( B). If one knows all the check bits and all
but dn of the message bits, then it is possible to recover the
missing message bits if and only if the dn columns of M (B)
indexed by the message bits have full rank. These bits can be
recovered by Gaussian elimination. In Section 7, we present
a distribution on graphs B so that these bits can be recovered
by a very simple brute-force Gaussian elimination: for any
¢ > 0, we present a distribution of graphs B so that almost
all subsets of 3/(1+ ¢) columns of M (B) have full rank and
can be placed in lower-triangular form merely by permuting
the rows of the matrix. Moreover, the average number of 1s
per row in M(B) is nin(1/¢); so, the Gaussian elimination
can be performed in time O(n In(1/¢)).

To contrast this with other constructions of loss-resilient
codes, observe that most sets of fn — 1 columns of a random
Bn x n matrix have full rank. In fact, the probability that
some [n — c columns fail to have full rank is exponentiall
small in ¢. However, we do not know of an algorithm that
solves the resulting elimination problem in less than the time
it takes to do a general matrix multiplication.

Ideally, we would use matrices in which every set of fn
columns have full rank; but, such matrices do not exist over
any constant-size field. However, if we let our field size grow
to n, classical matrices solve this problem. For example, all
subsets of fn columns of a fn x n Vandermonde matrix are
linearly independent.

9 Finding Degree Sequences using Linear Pro-
gramming

In this section we describe a heuristic approach that has
proven effective in practice to find a good right degree se-
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quence given a specific left degree sequence. The method
uses linear programming and the differential equation anal-
ysis of Section 4.

Recall that, from the differential equations, a necessary
condition for the process to complete is that p(1 — §A(z)) >
1 — z on (0,1]. We first describe a heuristic for determin-
ing for a given (finite) vector (A;) representing the left de-
gree sequence and a value for § whether there is an appropri-
ate (finite) vector {p; ) representing the right degree sequence
satisfying this condition. We begin by choosing a set M of
positiveintegers which we want to contain the degrees on the
right hand side. To find appropriate p,,, m € M, we use
the condition given by Lemma 1 to generate linear constraints
that the p; must satisfy by considering different values of z.
For example, by examining the condition at z = 0.5, we ob-
tain the constraint p(1 — §A(0.5)) > 0.5, which is linear in
the p;.

We generate constraints by choosing for z multiples of
1/N for some integer N. We also include the constraints
pm > 0forallm € M. We then use linear programming
to determine if suitable py,, exist that satisfy our derived con-
straints. Note that we have a choice for the function we wish
to optimize; one choice that works well is to minimize the
sum of p(1 — dA(z)) + = — 1 on the values of z chosen to
generate the constraints. The best value for § for given N is
found by binary search.

Given the solution from the linear programming problem,
we can check whether the p; computed satisfy the condition
p{l=d8A(z)) >1—=zon(0,1].

Due to our discretization, there are usually some conflict
subintervals in which the solution does not satisfy this in-
equality. Choosing large values for the tradeoff parameter V
results in smaller conflict intervals, although it requires more
time to solve the linear program. For this reason we use small
values of NV during the binary search phase. Once a value for
d is found, we use larger values of N for that specific & to ob-
tain small conflict intervals. In the last step we get rid of the
conflict intervals by appropriately decreasing the value of 4.
This always works since p(1 — §A(z)) is a decreasing func-
tion of 4.

We ran the linear programming approach on left de-
gree sequences of the form 3,5,9,...,2° + 1 for codes
with rates 1/2,2/3,3/4,4/5,9/10 and average left degrees
5.70,6.82,8.01. Figure 3 shows for each code how much of
the encoding is sufficient to recover the entire message as a
fraction of the message length as the message length goes to
infinity. Since these graphs do not have nodes of degree two
on the left, Lemma 3 and Lemma 2 imply that with high prob-
ability the corresponding codes recover the entire message
from the portion of the encoding indicated in the table, pro-
vided the message length is large enough.

10 Conclusion

We have demonstrated a novel technique for the design
and analysis of loss-resilient codes based on random bipar-
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Average Rate

Degree 1/2 2/3 3/4 4/5 | 9/10
5.70 1.036 | 1.023 | 1.016 | 1.013 | 1.006
6.82 1.024 | 1.013 | 1.010 | 1.007 | 1.004
8.01 1.014 | 1.008 | 1.007 | 1.005 | 1.002

Figure 3: Close to optimal codes for different rates and aver-
age left degrees.

tite graphs. Using differential equations derived from the un-
derlying random process, we have obtained approximations
of the behavior of this process that very closely match ac-
tual simulations. With these tools, we have designed codes
with simple and fast linear-time encoding and decoding al-
gorithms that can transmit over lossy channels at rates ex-
tremely close to capacity. Specifically, for any constante > 0
and all sufficiently long block lengths n, we have constructed
codes of rate R with encoding and decoding algorithms that
run in time proportional to n In(1/¢) that can recover from
almost all patterns of at most (1 — R){1 — €)n losses.

We expect these codes to have many practical applica-
tions. Encoding and decoding speeds are several orders of
magnitude faster than previous software-based schemes, and
are fast enough to be suitable for high bandwidth real-time
applications such as high fidelity video. A preliminary im-
plementation running on an Alpha BRET EV-5 330MHz ma-
chine can sustain encoding and decoding speeds of more than
100 Mbits/second with packets of length 2Kbit bits each and
100K packets per message and block length 200K (and thus
the rate is 1/2).

We have also implemented error-correcting codes that use
our novel graph constructions and decode with belief pro-
pogation techniques. QOur experiments with these construc-
tions yield dramatic improvements in the error recovery rate.
We will report these results in a separate paper.
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A Appendix

In this section we give an explicit solution to the sys-
tem of differential equations given by (2) and (3). We start
with the substitution dz/x = dt/e(t), which gives ¢ :=
exp(— [, dr/e(r)). This transforms for i > 1 Equation (2)
to

/

ri(z) = i(ri(z) — riqa(z )

))a(z)z—l

where prime stands for derivative with respect to the variable
z. Note that the average degree a(zx) equals 3 ¢4, (z)/e(z),
which in terms of the function A(z) can be written as 1 +
z) (z)/A(z). Hence, we obtain for i > 1

rie) = irs(e) = s () -

These equations can be solved recursively, starting with the
highest nonzero r;. (In the case where there is no highest
nonzero r;, that is r; > 0 for all ¢, the following equations
are still valid, although stronger analysis tools are required
to show that the solution is unique.)
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The explicit solution is given by

ri(z) :A(x)‘(—i/x r,»+1(y)A(y)-")"(y)dx+c,~) (6)
y

=1 Aly)

for some constants ¢; to be determined from the initial con-
ditions for r;. It is straightforward to check that

i f7—1 .
ri(z) = Z(—l)“” (i B 1)cj(x(a;))f. (7

j2i

Further, one verifies directly that
(71,
G = Z (i— 1)1‘1(1).
jzi

(Note that z = 1 corresponds to the beginning of the pro-
cess.) We proceed with the determination of the expected
value of r;{1): because each node on the left is deleted ran-
domly just prior to time O with probability 1 — 4, and the
graph is a random graph over those with the given degree se-
quence, to the nodes on the right it is as though each edge
is deleted with probability 1 — J. Hence, an edge whose
right incident node had degree j before the deletion stage re-

mains in the graph and has degree ¢ afterwards with probabil-
ity (321)6*(1 - )7~*. Thus

me( ' ) i(1 - g™,

m>j
Plugging in the last formula in that of ¢; we see that
-1
¢ = Z (i l>pm51
m>i

(Use the identity (77) ({Z}) = (77,)(77Z7).) Hence, we
obtain for: > 1 from (7)

ri(z) = mzzj:y(—l)"” (‘Z: ;) (T—_ 11) Pm (8A(2))7.
¥

To obtain the formula given for r;(z) in Lemma 1, we note
that 71 (z) = e(z) — ;5 i(z). The sum of the right hand
side of (8) over all ¢ > 1 equals

g(—w-l (’]”_‘ ll)pm(ax(x))f %(—1)"‘1 (J _ i)
= §A(z)

(The inner sum equals 1 if ; = 1, and is zero otherwise.)
Hence, we have

ri{z) = e(z)—-dX(z)

+ae) Con Y (- “(']"_1)(&\( 2))

i<m
= zéA(z) — 6A(z) +A(z mel—J/\(x

SX(#) [z~ 1+ p(1- X z))].n

-1
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